**Introduction to Dynamic Programming**

*Borrowed with minor formatting changes from:* [*www.techiedelight.com/introduction-dynamic-programming/*](http://www.techiedelight.com/introduction-dynamic-programming/)

**Dynamic programming** is a method for solving a complex problem by breaking it down into a collection of simpler subproblems, solving each of those subproblems just once, and storing their solutions using a memory-based data structure (array, map, etc). Each of the subproblem solutions is indexed in some way, typically based on the values of its input parameters, so as to facilitate its lookup. So the next time the same subproblem occurs, instead of recomputing its solution, one simply looks up the previously computed solution, thereby saving computation time. This technique of storing solutions to subproblems instead of recomputing them is called **memoization**.

Here’s brilliant explanation given by [Jonathan Paulson](https://www.quora.com/profile/Jonathan-Paulson) on [Quora](https://www.quora.com/How-should-I-explain-dynamic-programming-to-a-4-year-old/answer/Jonathan-Paulson) on concept of Dynamic Programming to a kid.

*\*writes down “1+1+1+1+1+1+1+1 =” on a sheet of paper\*  
“What’s that equal to?”  
\*counting\* “Eight!”  
\*writes down another “1+” on the left\*  
“What about that?”  
\*quickly\* “Nine!”  
“How’d you know it was nine so fast?”  
“You just added one more”  
“So you didn’t need to recount because you remembered there were eight! Dynamic Programming is just a fancy way to say ‘remembering stuff to save time later'”*

There are two key attributes that a problem must have in order for dynamic programming to be applicable: optimal substructure and overlapping sub-problems.

1. Optimal substructure

Dynamic programming simplifies a complicated problem by breaking it down into simpler sub-problems in a recursive manner. A problem that can be solved optimally by breaking it into sub-problems and then recursively finding the optimal solutions to the sub-problems is said to have optimal substructure. In other words, solution to a given optimization problem can be obtained by the combination of optimal solutions to its sub-problems.

For example, the shortest path *p* from a vertex *u* to a vertex *v* in a given graph exhibits optimal substructure: take any intermediate vertex *w* on this shortest path *p*. If *p* is truly the shortest path, then it can be split into sub-paths*p1* from *u* to *w* and*p2* from *w* to*v* such that these, in turn, are indeed the shortest paths between the corresponding vertices.

1. Overlapping sub-problems

A problem is said to have **overlapping subproblems** if the problem can be broken down into subproblems which are reused several times or a recursive algorithm for the problem solves the same subproblem over and over rather than always generating new subproblems.

For example, the problem of computing the Fibonacci sequence exhibits overlapping subproblems. The problem of computing the *n*th Fibonacci number *F*(*n*), can be broken down into the subproblems of computing *F*(*n* – 1) and *F*(*n* – 2), and then adding the two. The subproblem of computing *F*(*n* – 1) can itself be broken down into a subproblem that involves computing *F*(*n* – 2). Therefore the computation of *F*(*n* – 2) is reused, and the Fibonacci sequence thus exhibits overlapping subproblems. Dynamic programming takes account of this fact and solves each sub-problem only once. This can be achieved in either of two ways –

1. **Top-down approach (Memoization):** This is the direct fall-out of the recursive formulation of any problem. If the solution to any problem can be formulated recursively using the solution to its sub-problems, and if its sub-problems are overlapping, then one can easily memoize or store the solutions to the sub-problems in a table. Whenever we attempt to solve a new sub-problem, we first check the table to see if it is already solved. If the sub-problem is already solved, we can use its solution directly, otherwise we solve the sub-problem and add its solution to the table.
2. **Bottom-up approach (Tabulation):** Once we formulate the solution to a problem recursively as in terms of its sub-problems, we can try reformulating the problem in a bottom-up fashion: try solving the sub-problems first and use their solutions to build-on and arrive at solutions to bigger sub-problems. This is also usually done in a tabular form by iteratively generating solutions to bigger and bigger sub-problems by using the solutions to small sub-problems. For example, if we already know the values of *F*(*i* – 1) and *F*(*i* – 2), we can directly calculate the value of *F*(*i*).

If a problem can be solved by combining optimal solutions to non-overlapping sub-problems, the strategy is called “divide and conquer” instead. This is why merge sort and quick sort are not classified as dynamic programming problems.

Let’s consider a naive implementation of a function finding the nth member of the Fibonacci sequence-

|  |
| --- |
| // Function to find n'th Fibonacci number  int fib(int n)  {      if (n <= 1)          return n;        return fib(n - 1) + fib(n - 2);  } |

Notice that if we call, say, fib(5), we produce a call tree that calls the function on the same value many different times:

  ![ibonacci-dp](data:image/png;base64,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)

In particular, fib(3) was calculated two times and fib(2) was calculated three times from scratch. In larger examples, many more subproblems are recalculated, leading to an exponential time algorithm.

As you've already seen, the technique of saving values that have already been calculated is called memoization; this is the top-down approach, since we first break the problem into subproblems and then calculate and store values.

In the dynamic programming bottom-up approach, we calculate the smaller values of fib first, then build larger values from them. This method also uses O(n) time since it contains a loop that repeats n-1 times, but it only takes constant O(1) space, in contrast to the top-down approach which requires O(n) space to store the map.

public int fibDP(int n)

{

int[] result = new int[n + 2];

result[0] = 0; //base case 1

result[1] = 1; //base case 2

for (int i = 2; i <= n; i++)

result[i] = result[i – 2] + result[i -1];

return result[result.length];

}

In both memoization and tabulation, we only calculate fib(2) once, and then use it to calculate both fib(4) and fib(3), instead of computing it every time either of them is evaluated. The difference is the bottom-up dynamic programming (tabulation) trades space for time, solving the simplest subproblems *first*, then building subsequent solutions from previous solutions.

Memoization is actually a more generally applicable technique, as you don't have to calculate every subproblem as in tabulation – you only calculate those subproblems as are applicable. In addition, memoization doesn't require you to re-learn the algorithm – you simply store previous solutions and look them up in the data structure of your choice.

However, dynamic programming (tabulation) can result in beautiful, simple, and very fast algorithms given problems of the right nature. Just like recursion, it takes a LOT of practice to get good at!